

## expand: End case merge, second case

- Second case: Some previously existing nodes haven't been tried

Nodes_Set $=(\{($ name, incoming, old, next $)\} \uplus$ more_nodes $) \Rightarrow$
if $(\operatorname{Old}($ node $)=$ old $) \wedge(\operatorname{Next}($ node $)=$ next $)$
then
(node_set_seen $\cup\{($ name, $($ Incoming $($ node $) \cup$ incoming $)$, old, next $)\} \cup$ more_nodes),
next_node_num)
else
merge (node,
more_nodes,
next_node_num,
$(\{($ name, incoming, old, next $)\} \cup$ node_set_seen $))$
function expand (node, (Nodes_Set, next_node_num) $)=$ case New(node) of
New(node) $=\{ \} \Rightarrow$
merge (node, Nodes_Set, next_node_num, \{ \})
New $($ node $)=\{\eta\} \uplus$ more_new $\Rightarrow$
New(node) := more_new;
let more_old $:=\operatorname{Old}($ node $) \cup\{\eta\}$ in
Old(node) := more_old;
case $\eta$ of

## expand case: atomic propostions and their negations

case $\eta$ of
$\eta=\mathrm{A}$, or $\neg \mathrm{A}$, where A proposition, or $\eta=$ true, or $\eta=$ false $\Rightarrow$
if $\eta=$ false or $\neg \eta \in$ more_old
then return(Nodes_Set, next_node_num)
else return (expand ((Name(node), Incoming(node),
more_new, more_old, $\operatorname{Next}($ node $)$ ),
(Nodes_Set, next_node_num))

## expand case: $\eta$ equiv to or

$\eta=\varphi \mathcal{U} \psi$, or $\varphi \mathcal{V} \psi$, or $\varphi \vee \psi \Rightarrow$
let $s_{1}:=($ Name(node), Incoming(node), more_new $\cup(\{\operatorname{New} 1(\eta)\} \backslash$ more_old $)$, more_old, $\operatorname{Next}($ node $) \cup\{\operatorname{Next1}(\eta)\})$ in
let $s_{2}:=($ next_node_num, Incoming(node), more_new $\cup(\{$ New2 $(\eta)\} \backslash$ more_old $)$, more_old, $\operatorname{Next}($ node $)$ ) in
return(expand ( $s_{2}$, (expand ( $s_{1}$, (Nodes_Set, (next_node_num +1 )
expand case: $\operatorname{New}($ node $)$ is empty

## expand cases: and and next

```
\eta=\varphi\wedge\psi=>
    return(expand ((Name(node), Incoming(node),
                more_new \cup ({\varphi,\psi}\ more_old),
            more_old, Next(node)),
            (Nodes_Set,next_node_num)))
\eta=o\varphi=>
    return(expand ((Name(node), Incoming(node),
            more_new, more_old, Next(node) \cup{\varphi}),
            (Nodes_Set, next_node_num)))
function create_graph ( }\mu)
    return(expand ((1,{0},{\mu},{},{}),({},2)))
```

